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Formal specification of the CCM* mode of operation

1.1 Notation and representation 

1.1.1 Strings and string operations

A string is a sequence of symbols over a specific set (e.g., the binary alphabet {0,1} or the set of all octets). The length of a string is the number of symbols it contains (over the same alphabet).  The right-concatenation of two strings x and y (over the same alphabet) of length m and n respectively (notation: x || y), is the string z of length m+n that coincides with x on its leftmost m symbols and with y on its rightmost n symbols. An octet is a symbol string of length 8. In our context, all octets are strings over the binary alphabet.

1.1.2 Integers and their representation

Throughout this specification, the representation of integers as octet strings and of octets as binary strings shall be fixed. All integers shall be represented as octet strings in most-significant-octet first order. This representation conforms to the conventions in Section 4.3 of ANSI X9.63-2001. .

1.2 Specification of CCM* mode of operation (in ‘ANSI style’)

Prerequisites: The following are the prerequisites for the operation of the CCM* mode:

1. The AES 
[] block-cipher encryption function E shall be used with a 128-bit block size.
2. A least-significant-bit first representation of octets as binary strings shall be used. 
3. The length L of the message length field, in octets, shall have the value 2.
4. The length M of the authentication field, in octets, shall have one of the values 0, 4, 8 and 16. (The value M=0 corresponds to disabling authenticity, since then the authentication field is the empty string.)

1.2.1 CCM* mode encryption and authentication transformation 

Input: The CCM* mode forward transformation takes as inputs:

1. A bit string Key of length 128 bits to be used as the key. Each entity shall have evidence that access to this key is restricted to the entity itself and its intended key sharing group member(s).

2. A nonce N of 13 octets. Within the scope of any encryption key Key, the nonce value shall be unique. 
3. An octet string m of length l(m) octets, where 0 ( l(m) < 126-M.

4. An octet string a of length l(a) octets, where 0 ( l(a) < 126-M.
The nonce N shall encode the potential values for M such that one can uniquely deter​mine from N the actually used value of M. The exact format of the nonce N is specified in 
. 

Editor's Note — 
1.2.1.1 Input transformation

This step involves the transformation of the input strings a and m to the strings AuthData and PlainTextData, to be used by the authentication transformation and the encryption transformation, respectively.

This step involves the following steps, in order:

1. Form the octet string representation L(a) of the length l(a) of the octet string a, as follows:

a. If l(a)=0, then L(a) is the empty string.

b. Otherwise, L(a) is the 2-octets encoding of l(a).

c. 
d. 
2. Right-concatenate the octet string L(a) with the octet string a itself. Note that the resulting string contains l(a) and a encoded in a reversible manner.

3. Form the padded message AddAuthData by right-concatenating the resulting string with the smallest non-negative number of all-zero octets such that the octet string AddAuthData has length divisible by 16.

4. Form the padded message PlaintextData by right-concatenating the octet string m with the smallest non-negative number of all-zero octets such that the octet string PlaintextData has length divisible by 16.
5. Form the message AuthData consisting of the octet strings AddAuthData and PlaintextData:

AuthData = AddAuthData || PlaintextData.
1.2.1.2 Authentication transformation

The data AuthData that was established above shall be tagged using the tagging transformation as follows:

1. Select the 1-octet Flags field that corresponds to the security level in use:

	Security Level
	Encryption
	Authentication Octets (M)
	Flags

	0x01
	No
	4
	0x49

	0x02
	No
	8
	0x59

	0x03
	No
	16
	0x79

	0x05
	Yes
	4
	0x49

	0x06
	Yes
	8
	0x59

	0x07
	Yes
	16
	0x79




2. Form the 16-octet B0 field consisting of the 1-octet Flags field defined above, the 13 octet nonce field N, and the 2-octet representation of the length field l(m), as follows:

B0 = Flags || Nonce N || l(m).
3. Parse the message AuthData as B1 || B2 || ...  ||Bt, where each message block Bi is a 16-octet string. 
4. The CBC-MAC value Xt+1 is defined by
X0 := 0128; Xi+1 := E(Key, Xi ( Bi )    for i=0, ... , t. 
Here, E(K, x) is the cipher-text that results from encryption of the plaintext x, using the established block-cipher encryption function E with key Key; the string 0128 is the 16-octet all-zero bit string.

5. The authentication tag T is the result of omitting all but the leftmost M octets of the CBC-MAC value Xt+1 thus computed.
1.2.1.3 Encryption transformation

The data PlaintextData that was established in clause 1.2.1.1 (step 4) and the authentication tag T that was established in clause 1.2.1.2 (step 5) shall be encrypted using the encryption transformation as follows:

1. 


2. Define the 16-octet Ai field consisting of the octet 0x01, the 13 octet nonce field N, and the 2-octet representation of the integer i, as follows:

Ai = 0x01 || Nonce N || Counter i, for i=0, 1, 2, …

3. Parse the message PlaintextData as M1 || ...  ||Mt, where each message block Mi is a 16-octet string.

4. The ciphertext blocks C1, ... , Ct are defined by

Ci := E( Key, Ai ) ( Mi for i=1, 2, ... , t.

5. The string Ciphertext is the result of omitting all but the leftmost l(m) octets of the string C1 || ...  || Ct.
6. Define the 16-octet encryption block S0 by
S0:= E( Key, A0 ).  

7. The encrypted authentication tag U is the result of XOR-ing the string consisting of the leftmost M octets of S0 and the authentication tag T.

1.2.2 CCM* mode decryption and authentication checking transformation 

Input: The CCM* inverse transformation takes as inputs:

1. A bit string Key of length 128 bits to be used as the key. Each entity shall have evidence that access to this key is restricted to the entity itself and its intended key-sharing group member(s).

2. A nonce N of 13 octets. Within the scope of any encryption key Key, the nonce value shall be unique. 
3. An octet string c of length l(c) octets, where 0 ( l(c) < 126.

4. An octet string a of length l(a) octets, where 0 ( l(a) < 126-M.
1.2.2.1 Decryption transformation

The decryption transformation involves the following steps, in order:

1. Parse the message c as C ||U, where the right-most string U is an M-octet string. If this operation fails, output ‘invalid’ and stop. U is the purported encrypted authentication tag. Note that the leftmost string C has length l(c)-M octets.
2. Form the padded message CiphertextData by right-concatenating the string C with the smallest non-negative number of all-zero octets such that the octet string CiphertextData has length divisible by 16.

3. Use the encryption transformation in clause 1.2.1.3, with as inputs the data CipherTextData and the tag U.

4. Parse the output string resulting from applying this transformation as m || T, where the right-most string T is an M-octet string. T is the purported authentication tag. Note that the leftmost string m has length l(c)-M octets.

1.2.2.2 Authentication checking transformation

The authentication checking transformation involves the following steps, in order:

1. Form the message AuthData using the input transformation in Clause 1.2.1.1, with as inputs the string a and the octet string m that was established in clause 1.2.2.1 (step 4). 

2. Use the authentication transformation in Clause 1.2.1.2, with as input the message AuthData.

3. Compare the output tag MACTag resulting from this transformation with the tag T that was established in clause 1.2.2.1 (step 4). If MACTag=T, output ‘valid’; otherwise, output ‘invalid’ and stop.
4. 
1.2.3 Restrictions

All implementations shall limit the total amount of data that is encrypted with a single key. The CCM* encryption transformation shall invoke not more than 261 block-cipher encryption function operations in total, both for the CBC-MAC and for the CTR encryption operations.

At CCM* decryption, one shall verify the (truncated) CBC-MAC before releasing any information, such as, e.g., plaintext. If the CBC-MAC verification fails, only the fact that the CBC-MAC verification failed shall be exposed; all other information shall be destroyed.
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