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Introduction
Omissions Covered
This document addresses the following omissions identified in document 11-06-0263-00-000n-tgn-draft-omissions.xls: OM057
Interpretation of a Motion to Adopt

A motion to adopt the changes defined in this submission means that the editing instructions and any changed or added material are actioned in the TGn Draft.  This introduction, are not part of the adopted material.

This material is prepared to support two motions in different groups:  ‘Adopt material in “baseline” section’ of this document or ‘Adopt material in TGn section’ of this document.

Editing instructions formatted like this are intended to be copied into the TGn Draft (i.e. they are instructions to the 802.11 editor on how to merge the TGn amendment with the baseline documents).

Revision History

	Version
	Author
	Comment

	20060222r0
	Adrian Stephens, Intel
	For Bob and Srini to comment on

	20060223r0
	Adrian
	Removed first stab at old syntax and replaced with one from the graphics.

Added HT syntax.

	20060224r0
	Adrian
	Turned into Submission format


BASELINE
Replace subclause 9.12 with the following
9.12 Frame exchange sequences
The allowable frame exchange sequences are defined using an extension of the EBNF format as defined in ISO/IEC 14977 : 1996(E).  The elements of this syntax that are used here are:

· [a] = a is optional

· {a} = a is repeated zero or more times

· n{a} = a is repeated n or more times – e.g.   3{a} requires 3 or more “a”.

· a|b =  a or b

· () = grouping,  so “a (b|c)”  is equivalent to “a b | a c”

· (* this is a comment *)

· A rule is termined by a semicolon “;”

· Whitespace is not significant,  but it used to highlight the nesting of grouped terms.

Two types of terminals are defined:
· Frames.   A frame is shown in Bold,  and identified by its type/subtype – e.g. Beacon,  Data.  Frames are shown in an initial capital letter.
· Attributes.  An attribute is introduced by the the “+” character.  The attribute specifies a condition that applies to the frame that preceeds it.   Where there are multiple attributes applied,  they are generally ordered in the same order of the fields in the frame they refer to.  Attributes are shown in italic.

Non-terminals of this syntax are shown in a normal font, a sequence of words joined by hyphens – e.g. cf-frame-exchange-sequence.
The attributes are defined in table 68.

Table 68 – Attributes applicable to frame exchange sequence definition

	Attribute
	Description

	block-ack
	QoS Data frame has ack policy set to Block Ack

	broadcast
	Frame RA is the broadcast address

	CF
	Beacon contains a CFP element

	CF-Ack
	Data type CF-Ack subtype bit set or CF-End+CF-Ack frame

	CF-Poll
	Data type CF-Poll subtype bit set

	delayed
	BlockAck or BlockAckReq under a delayed policy

	DTIM
	Beacon is a DTIM

	frag
	Frame has its More Fragments field set to 1

	group
	Frame RA has i/g bit set to 1

	individual
	Frame RA has i/g bit set to 0

	last
	Frame has its More Fragments field set to 0

	no-ack
	QoS Data frame has ack policy set to No Ack

	normal-ack
	QoS Data frame has ack policy set to Normal Ack

	null
	Data type Null Data subtype bit set

	pifs
	Frame is transmitted using a PIFS

	QAP
	Frame is transmitted by a QAP

	QoS
	Data type QoS subtype bit set

	self
	Frame RA = TA


The allowable frame exchange sequence is defined by the rule frame-sequence.  Except where modified by the pifs attribute, frames are separated by a SIFS.
(* This rule defines all the allowable frame exchange sequences *)

frame-sequence = 

[CTS] (Management+broadcast | Data + group) |


[CTS | RTS CTS | PS-Poll] {frag Ack} last Ack |


PS-Poll Ack |


[Beacon + DTIM ] {cf-sequence} [CF-End [+CF-Ack]] |


hcf-sequence;
(* A frag is a non-final part of a directed MSDU or MMPDU *)

frag = (Data|Management)+individual+frag;

(* This is the last (or only) part of a directed MSDU or MMPDU *)

last = (Data|Management)+individual+last;

(* A cf-sequence expresses all the sequences that may be generated

within a contention free period.   The first frame in this sequence is

sent by the AP. *)

cf-sequence =


Beacon | Management+broadcast | Data+group [+QoS] |  
(*Broadcast *)

Data+individual+CF-Poll [+CF-Ack] 



(* CF poll without data *)
(Data+individual+CF-Ack  [Data+null+CF-Ack] | 

Data+null+CF-Ack)
|


Data+individual+null+CF-Poll [+CF-Ack]


(* CF poll with data *)


(Data + null |



Data+individual ( Data+null+CF-Ack | Ack )) |


Management+individual Ack |




(* individual management *)
hcf-sequence;




(* All the sequences initiated by an HC *)
(* An hcf-sequence represents all the sequences that may be generated under HCCA.

The sequence may be initiated by an HC within a CFP,  or it may be initiated by a QSTA

using EDCA channel access. *)

hcf-sequence =


[CTS] 
1{(Data+group [+QoS] | Management+broadcast)+pifs}  |


[CTS] 1{txop-sequence} |


[RTS CTS] non-cf-ack-piggybacked-qos-poll-sequence |
 (* HC only – polled TXOP delivery *)

cf-ack-piggybacked-qos-poll-sequence |


(* HC only – polled TXOP delivery *)

Data+self+null+CF-Poll+QoS;

(* HC only – self TXOP delivery or termination *)
(* A poll-sequence is the start of a polled TXOP,  in which the HC delivers a polled

TXOP to a QSTA.  The poll may or may not piggyback a CF-Ack according to whether

the previous frame received by the HC was a Data frame. *)

poll-sequence =

non-cf-ack-piggybacked-qos-poll-sequence | 

cf-ack-piggybacked-qos-poll-sequence;

(* A cf-ack-piggybacked-qos-poll-sequence is the start of a polled TXOP that 

also delivers a CF-Ack.   There are two main variants,  polls that deliver data, 

and therefore need acknowledgement,  and polls that do not. *) 

cf-ack-piggybacked-qos-poll-sequence=


qos-poll-requiring-no-ack+CF-Ack (

[CTS+self] polled-txop-content | 
polled-txop-termination) |


qos-poll-requiring-ack+CF-Ack (


 
Ack (
polled-txop-content | 
polled-txop-termination) |



cf-ack-piggybacked-qos-data-sequence);

(* A non-cf-ack-piggybacked-qos-poll-sequence is the start of a polled TXOP that 

does not deliver a CF-Ack.   Except for this, it is identical to the CF-Ack version. *) 
non-cf-ack-piggybacked-qos-poll-sequence=


qos-poll-requiring-no-ack (
[CTS+self] polled-txop-content | 
polled-txop-termination) |


qos-poll-requiring-ack (


 
Ack (
polled-txop-content | 
polled-txop-termination) |



cf-ack-piggybacked-qos-data-sequence);

(* This sequence is the delivery of a single frame that is the TXOP poll frame,

that does not require acknowledgement – either because the frame carries no

data,  or because the frame carries data that does not require immediate acknowledgement. *)

qos-poll-requiring-no-ack = 


Data+null+CF-Poll+QoS |


Data+individual+CF-Poll+QoS+(no-ack|block-ack); 

(* A qos-poll-requiring-ack is the delivery of a single frame that is a TXOP poll

frame, but also carries data that requires immediate acknowledgement. *) 

qos-poll-requiring-ack = 


Data+individual+CF-Poll[+CF-Ack]+QoS+normal-ack;

(* Polled-txop-content is what may occur after the delivery of a polled TXOP.

A QSTA transmits the first frame in this sequence *)

polled-txop-content = 1{txop-sequence} [polled-txop-termination];

(* A polled-txop-termination may be used by a QSTA to terminate the polled

TXOP.   The data frame is addressed to the HC,  which regains control of

the medium and may re-use any unused polled TXOP duration. *)

polled-txop-termination = Data+individual+null+QoS+normal-ack Ack;

(* A TXOP (either polled or EDCA) may be filled with txop-sequences,
which are initiated by the TXOP holder.  *)

txop-sequence = 


(RTS CTS | CTS+self) Data+individual+QoS+(block-ack|no-ack) |


[RTS CTS] (

txop-part-requring-ack txop-part-providing-ack |



(Management|(Data+QAP))+individual Ack |

BlockAckReq BlockAck);

(* These frames require acknowledgement *)

txop-part-requring-ack = 

Data+individual[+null]+QoS+normal-ack |


BlockAckReq+delayed |


BlockAck+delayed;

(* These frames provide acknowledgement to the txop-part-requiring-ack *)

txop-part-providing-ack=

Ack |

(* An HC responds with a new polled TXOP on expiry of current TXOP  *)


cf-ack-piggybacked-poll-sequence |  
(* An HC responds with CF-Ack and its own data on expiry of TXOP  *)


cf-ack-piggybacked-data-sequence |  

Data+CF-Ack;

(* An HC has received a frame requiring Ack with a duration value indicating the
end of the TXOP.   The HC continues the CAP by transmitting its own data. *)

cf-ack-piggybacked-qos-data-sequence =


Data+individual+CF-Ack+QoS+(no-ack|block-ack) polled-txop-content |


Data+individual+CF-Ack+QoS+normal-ack (



Ack polled-txop-content |



Data+CF-Ack |



cf-ack-piggybacked-qos-poll-sequence);

TGn

Replace subclause 9.12 with the following
9.12 Frame exchange sequences

The allowable frame exchange sequences are defined using an extension of the EBNF format as defined in ISO/IEC 14977 : 1996(E).  The elements of this syntax that are used here are:

· [a] = a is optional

· {a} = a is repeated zero or more times

· n{a} = a is repeated n or more times – e.g.   3{a} requires 3 or more “a”.

· a|b =  a or b

· () = grouping,  so “a (b|c)”  is equivalent to “a b | a c”

· (* this is a comment *)

· <> = order of frames not relevant – e.g. <a b> is either “a b” or “b a”

· A rule is termined by a semicolon “;”

· Whitespace is not significant,  but it used to highlight the nesting of grouped terms.

Two types of terminals are defined:

· Frames.   A frame is shown in Bold,  and identified by its type/subtype – e.g. Beacon,  Data.  Frames are shown in an initial capital letter.
· Attributes.  An attribute is introduced by the the “+” character.  The attribute specifies a condition that applies to the frame that preceeds it.   Where there are multiple attributes applied,  they are generally ordered in the same order of the fields in the frame they refer to.  Attributes are shown in italic.

Non-terminals of this syntax are shown in a normal font, a sequence of words joined by hyphens – e.g. cf-frame-exchange-sequence.
The attributes are defined in table 68.

Table 68 – Attributes applicable to frame exchange sequence definition

	Attribute
	Description

	ampdu
	Frame is part of an A-MPDU aggregate

	ampdu-end
	Frame that preceeds is the last frame in an A-MPDU aggregate

	block-ack
	QoS Data frame has ack policy set to Block Ack

	broadcast
	Frame RA is the broadcast address

	CF
	Beacon contains a CFP element

	CF-Ack
	Data type CF-Ack subtype bit set or CF-End+CF-Ack frame

	CF-Poll
	Data type CF-Poll subtype bit set

	delayed
	BlockAck or BlockAckReq under a delayed policy

	delayed-no-ack
	BlockAck or BlockAckReq frame has No Ack ack policy

	DTIM
	Beacon is a DTIM

	frag
	Frame has its More Fragments field set to 1

	group
	Frame RA has i/g bit set to 1

	implicit-bar
	QoS Data frame in an aggregate with Normal Ack ack policy

	individual
	Frame RA has i/g bit set to 0

	last
	Frame has its More Fragments field set to 0

	l-sig
	L-SIG duration not equal to PPDU duration

	more-psmp
	A PSMP frame with the More PSMP field set to 1

	mtba
	Ack policy of QoS data frame is set to MTBA

	no-ack
	QoS Data frame has ack policy set to No Ack

	no-more-psmp
	A PSMP frame with the More PSMP field set to 0

	normal-ack
	QoS Data frame has ack policy set to Normal Ack

	null
	Data type Null Data subtype bit set

	pifs
	Frame is transmitted using a PIFS

	QAP
	Frame is transmitted by a QAP

	QoS
	Data type QoS subtype bit set

	RD
	Frame has an HTC with the RD flag set

	self
	Frame RA = TA


The allowable frame exchange sequence is defined by the rule frame-sequence.  Except where modified by the pifs attribute, frames are separated by a SIFS.
(* This rule defines all the allowable frame exchange sequences *)

frame-sequence = 

[CTS] (Management+broadcast | Data + group) |


[CTS | RTS CTS | PS-Poll] {frag Ack} last Ack |


PS-Poll Ack |


[Beacon + DTIM ] {cf-sequence} [CF-End [+CF-Ack]] |


hcf-sequence;
(* A frag is a non-final part of a directed MSDU or MMPDU *)

frag = (Data|Management)+individual+frag;

(* This is the last (or only) part of a directed MSDU or MMPDU *)

last = (Data|Management)+individual+last;

(* A cf-sequence expresses all the sequences that may be generated

within a contention free period.   The first frame in this sequence is

sent by the AP. *)

cf-sequence =


Beacon | Management+broadcast | Data+group [+QoS] |  
(*Broadcast *)

Data+individual+CF-Poll [+CF-Ack] 



(* CF poll without data *)
(Data+individual+CF-Ack  [Data+null+CF-Ack] | 

Data+null+CF-Ack)
|


Data+individual+null+CF-Poll [+CF-Ack]


(* CF poll with data *)


(Data + null |



Data+individual ( Data+null+CF-Ack | Ack )) |


Management+individual Ack |




(* individual management *)
hcf-sequence;




(* All the sequences initiated by an HC *)

(* An hcf-sequence represents all the sequences that may be generated under HCCA.

The sequence may be initiated by an HC within a CFP,  or it may be initiated by a QSTA

using EDCA channel access. *)

hcf-sequence =


[CTS] 
1{(Data+group [+QoS] | Management+broadcast)+pifs}  |


[CTS] 1{txop-sequence} |


[RTS CTS] non-cf-ack-piggybacked-qos-poll-sequence |
 (* HC only – polled TXOP delivery *)


cf-ack-piggybacked-qos-poll-sequence |


(* HC only – polled TXOP delivery *)


Data+self+null+CF-Poll+QoS;

(* HC only – self TXOP delivery or termination *)

(* A poll-sequence is the start of a polled TXOP,  in which the HC delivers a polled

TXOP to a QSTA.  The poll may or may not piggyback a CF-Ack according to whether

the previous frame received by the HC was a Data frame. *)

poll-sequence =

non-cf-ack-piggybacked-qos-poll-sequence | 

cf-ack-piggybacked-qos-poll-sequence;

(* A cf-ack-piggybacked-qos-poll-sequence is the start of a polled TXOP that 

also delivers a CF-Ack.   There are two main variants,  polls that deliver data, 

and therefore need acknowledgement,  and polls that do not. *) 

cf-ack-piggybacked-qos-poll-sequence=


qos-poll-requiring-no-ack+CF-Ack (


[CTS+self] polled-txop-content | 

polled-txop-termination) |


qos-poll-requiring-ack+CF-Ack (


 
Ack (

polled-txop-content | 

polled-txop-termination) |



cf-ack-piggybacked-qos-data-sequence);

(* A non-cf-ack-piggybacked-qos-poll-sequence is the start of a polled TXOP that 

does not deliver a CF-Ack.   Except for this, it is identical to the CF-Ack version. *) 

non-cf-ack-piggybacked-qos-poll-sequence=


qos-poll-requiring-no-ack (

[CTS+self] polled-txop-content | 

polled-txop-termination) |


qos-poll-requiring-ack (


 
Ack (

polled-txop-content | 

polled-txop-termination) |



cf-ack-piggybacked-qos-data-sequence);

(* This sequence is the delivery of a single frame that is the TXOP poll frame,

that does not require acknowledgement – either because the frame carries no

data,  or because the frame carries data that does not require immediate acknowledgement. *)

qos-poll-requiring-no-ack = 


Data+null+CF-Poll+QoS |


Data+individual+CF-Poll+QoS+(no-ack|block-ack); 

(* A qos-poll-requiring-ack is the delivery of a single frame that is a TXOP poll

frame, but also carries data that requires immediate acknowledgement. *) 

qos-poll-requiring-ack = 


Data+individual+CF-Poll[+CF-Ack]+QoS+normal-ack;

(* Polled-txop-content is what may occur after the delivery of a polled TXOP.

A QSTA transmits the first frame in this sequence *)

polled-txop-content = 1{txop-sequence} [polled-txop-termination];

(* A polled-txop-termination may be used by a QSTA to terminate the polled

TXOP.   The data frame is addressed to the HC,  which regains control of

the medium and may re-use any unused polled TXOP duration. *)

polled-txop-termination = Data+individual+null+QoS+normal-ack Ack;

(* A TXOP (either polled or EDCA) may be filled with txop-sequences,

which are initiated by the TXOP holder.  *)

txop-sequence = 


(RTS CTS | CTS+self) Data+individual+QoS+(block-ack|no-ack) |


[RTS CTS] (

txop-part-requring-ack txop-part-providing-ack |



(Management|(Data+QAP))+individual Ack |

BlockAckReq BlockAck) |


ht-txop-sequence;
(* These frames require acknowledgement *)

txop-part-requring-ack = 

Data+individual[+null]+QoS+normal-ack |


BlockAckReq+delayed |


BlockAck+delayed;

(* These frames provide acknowledgement to the txop-part-requiring-ack *)

txop-part-providing-ack=

Ack |

(* An HC responds with a new polled TXOP on expiry of current TXOP  *)


cf-ack-piggybacked-poll-sequence |  

(* An HC responds with CF-Ack and its own data on expiry of TXOP  *)


cf-ack-piggybacked-data-sequence |  


Data+CF-Ack;

(* An HC has received a frame requiring Ack with a duration value indicating the

end of the TXOP.   The HC continues the CAP by transmitting its own data. *)

cf-ack-piggybacked-qos-data-sequence =


Data+individual+CF-Ack+QoS+(no-ack|block-ack) polled-txop-content |


Data+individual+CF-Ack+QoS+normal-ack (



Ack polled-txop-content |



Data+CF-Ack |



cf-ack-piggybacked-qos-poll-sequence);

(* The ht-txop-sequence describes the additional sequences that may  be initiated

by an HT STA that is the holder of a TXOP *)

ht-txop-sequence =

l-sig-protected-sequence | 

long-nav-protected-sequence | 

nav-protected-sequence |

1{ initiator-sequence };

(* an l-sig-protected-sequence is a sequence protected using the L-SIG TXOP protection

feature *)

l-sig-protected-sequence = l-sig-protection-set  1{ initiator-sequence };

(* a long-nav-protected sequence is a sequnce protected using the LongNAV protection

feature,  which consists of setting the NAV,  performing one or more initiator-sequences
and then resetting the NAV if time permits. *)

long-nav-protected-sequence = nav-protected-sequence  [nav-reset];

nav-protected-sequence = nav-set 1{ initiator-sequence };

(* This is the sequence of frames that establish protection using the L-SIG TXOP

protection method *)

l-sig-protection-set =


RTS+l-sig CTS+l-sig |


CTS+l-sig+self |


Data+individual+l-sig [+null][+QoS+normal-ack] Ack+l-sig |


Data+individual+l-sig [+null][+QoS+(normal-ack|block-ack)]  |


Data+group+l-sig [+null][+QoS]  |


BlockAckReq+l-sig (BlockAck|Ack)+l-sig |


BlockAck+l-sig Ack;

(* These are the series of frames that establish NAV protection for an HT  sequence *)

nav-set =


RTS+ CTS |


CTS+self |


Data+individual[+null][+QoS+normal-ack] Ack |


Data+individual[+null][+QoS+(normal-ack|block-ack)]  |


Data+group[+null][+QoS]  |


BlockAckReq (BlockAck|Ack) |


BlockAck Ack;

nav-reset = CF-End;

(* This is an initiator sequence. The different forms arise from whether the
initiator transmits a frame that requires a BlockAck,  and whether it delivers

a reverse direction grant.   When a reverse direction grant is delivered,  the

response is distinguished according to whether it demands a BA response

from the initiator or not.  *)

initiator-sequence = 


burst |


(* No BA expected, no RD granted *)
burst-BAR BA |

(* BAR delivered, BA expected.  No RD *)
burst-RD

(* No BAR delivered, RD granted *)

(
burst |



burst-BAR initiator-sequence-BA ) |

burst-RD-BAR Ack |

burst-RD-BAR 

(
burst-BA |



burst-BA-BAR initiator-sequence-BA ) |

ht-ack-sequence;

(* This is the same as the initiator-sequence, except the initiator is 

constrained to generate a BA response because a previous reverse

direction response demanded contained a BAR *)

initiator-sequence-BA = 


burst-BA |

burst-BA-BAR BA |

burst-BA-RD


(
burst |



burst-BAR initiator-sequence-BA ) |

burst-BA-RD-BAR Ack |

burst-BA-RD-BAR 

(
burst-BA |



burst-BA-BAR initiator-sequence-BA ) ;

(* These are sequences that occur within an ht-txop-sequence that

have an ack response *)

ht-ack-response =


BlockAck+delayed Ack |


BlockAckReq+delayed Ack |


Data+individual[+null][+QoS+normal-ack] Ack;

(* A burst is a sequence of 1 or more packets, none of them requiring a response *)
burst = 1{PPDU-not-requiring-response};

(* A burst containing a BAR *)

burst-BAR = [burst] PPDU-BAR;

(* A burst containing a BA *)

burst-BA = PPDU-BA [burst];

(* A burst containing a BA and BAR,  either in the same packet, or

in separate packets. *)

burst-BA-BAR = 


PPDU-BA [burst] PPDU-BAR |


PPDU-BA-BAR;

(* A burst delivering an RD grant *)

burst-RD = [burst] PPDU-RD;

(* A burst containing a BAR and delivering an RD grant *)

burst-RD-BAR = burst PPDU-RD-BAR;

(* A burst contining a BAR and BA and delivering an RD grant *)

burst-BA-RD-BAR =


PPDU-BA burst PPDU-RD-BAR |


PPDU-BA-RD-BAR;

(* A PPDU not requiring a response is either a single frame not

requiring response,  or an A-MPDU aggregate of such frames *)

PPDU-not-requiring-response =


frame-not-requiring-response |

1{frame-not-requiring-response+ampdu}+ampdu-end;
(* A frame not requiring response is one of the delayed BA policy
frames sent under “no ack” ack policy,  or Data that doesn’t require

an immediate ack. *)

frame-not-requiring-response =


BlockAck+delayed-no-ack |


BlockAckReq+delayed-no-ack |


Data[+null]+QoS+(no-ack|block-ack);

(* A PPDU containing a BAR is either an unaggregated BAR,  or

an A-MPDU aggregate containing Data requiring implicit BAR *).

PPDU-BAR=


BlockAckReq |

<

1{Data+QoS+implicit-bar+ampdu} 

{Data+QoS+ampdu}
> + ampdu-end;

(* A PPDU containing both BA and BAR is an A-MPDU aggregate

that contains a BA,  plus either a BlockAckReq frame,  or 1 or more

Data frames with requiring implicit BAR. *)

PPDU-BA-BAR=


<



BlockAck+ampdu


(

BlockAckReq+ampdu | 

1{Data+QoS+implicit-bar+ampdu} {Data+QoS+ampdu}

)

> + ampdu-end;
(*A PPDU containing BA is either a non-aggregate BlockAck,  or an

A-MPDU aggregate containing a BlockAck,  and also containing data

that does not require implicit BAR. *)

PPDU-BA=


BlockAck |


<



BlockAck+ampdu
1{Data+QoS+(no-ack|block-ack)+ampdu}

> + ampdu-end;

(* A PPDU delivering an RD grant, but not delivering a BAR is either
a Data frame, not requiring immediate acknowledgement,  or a BlockAck or

BlockAckReq, not requiring immediate acknowledgement *).
PPDU-RD=


Data[+null]+QoS+(no-ack|block-ack)+RD |

(BlockAck|BlockAck)+delayed-no-ack+RD |

<

Data+QoS+RD+ampdu 

{Data+QoS+RD+ampdu}

{Data+QoS+ampdu}

> + ampdu-end;
(* A PPDU containing a BAR and delivering an RD grant  is either an

un-aggregated BlockAckReq frame,  or an A-MPDU aggregate containing

at least one Data frame with RD and at least one with implicit-bar.  These

do not have to be the same data frame (but can be). *)

PPDU-RD-BAR=


BlockAckReq+RD |


<

Data+QoS+implicit-bar+ampdu
Data+QoS+RD+ampdu
{Data+QoS[+implicit-bar][+RD]+ampdu} |

Data+QoS+RD+implicit-bar+ampdu
{Data+QoS[+implicit-bar][+RD]+ampdu}

> + ampdu-end;
(* A PPDU containing a BA, BAR and granting RD is an A-MPDU

aggregate that contains a BlockAck and at least one data frame containing

implicit BAR.  The RD grant may be made on any of these frames, but

shall be made on at least one of them. *)

PPDU-BA-RD-BAR=

(* RD may be present in BlockAckReq, BlockAck or Data, but
     is present in at least one of these frames *)


<

BlockAck+RD+ampdu


(

BlockAckReq[+RD]+ampdu | 

{Data+QoS[+implicit-bar][+RD]+ampdu}

> + ampdu-end |

<


BlockAck[+RD]+ampdu


BlockAckReq+RD+ampdu
> + ampdu-end |


<


BlockAck[+RD]+ampdu


(

Data+QoS[+implicit-bar]+RD+ampdu
{Data+QoS[+implicit-bar][+RD]+ampdu}

> + ampdu-end;

(* A PSMP sequence is a sequence of PSMP periods ending with a last-psmp *)

psmp-sequence = non-last-psmp last-psmp;

non-last-psmp = PSMP+more-psmp downlink-phase uplink-phase;

last-psmp = PSMP+no-more-psmp downlink-phase uplink-phase;

(* The downlink phase is a sequence of allocations to STA as defined in the 

PSMP frame during which they may expect to receive. *)

downlink-phase = {psmp-allocated-time};
(* The uplink phase is a sequence of allocations to STA as defined in the PSMP

frame during which they are allowed to transmit *)

uplink-phase = {psmp-allocated-time};
(* During a time allocation,  one or more packets may be transmitted of

contents defined by psmp-ppdu *)

psmp-allocated-time = 1{psmp-ppdu};
(* The packets that may be transmitted during PSMP are:  isolated MTBA or

MTBAR frames, or an A-MPDU aggregate containing an optional MTBA

and one or more data frames sent under the MTBA ack policy. *)

psmp-ppdu =

MTBA |
MTBAR |

<


[MTBA+ampdu]
1{Data+individual+QoS+mtba+ampdu};

> + ampdu-end;
Comment on use of <>

This does not form part of any motion to adopt TGn text.
TGn D0.01-D0.02 has the notion that an A-MPDU contains certain types of MPDU in any order.  This is quite hard to represent in EBNF.    The author faced 3 alternatives:

· Represent the choice using EBNF recursion.   EBNF production rules allow recursion,  which is capable of generating more complex sequences than can be represented in a regular expression.

· Describe the choices using an informal note (using the ? text ? ) syntax.   When all else fails,  describe the rules in English.  This gives great power (“every other third alternate mpdu,  provided that it is beautiful,  should have more parity than the preceeding 2-7 mpdus”),  but opens door to all the problems associated with an informal specification.

· Define a new syntax for unordered.  This is the route the author has chosen. The benefits are that it avoids the complexity or the imprecision of the previous two options.  However, it does introduce a new type of syntax,  which creates demands on the reader.
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Abstract


This document contains proposed changes to the TGn Draft to address omissions mainly in clause 9.12 – Frame exchange sequences.





There are two main sections.  The first is intended to be used as a replacement of the existing section in 802.11 REV-ma D5.1,  and may be brought forward for discussion in TGm.   The second is intended to be used to modify the TGn draft,  again by a complete replacement of the section, but this time including the HT frame sequences. 
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